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Minimal-genus graph embedding is about drawing graphs on surfaces with no edges

crossing and as few holes as possible. This thesis first covers the necessary background

in topological graph theory to understand graph embeddings through rotation sys-

tems. It then studies an adaptation of this approach, Practical Algorithm for Graph

Embedding (PAGE), that takes advantage of the cycle sequence of a graph to work

more efficiently in practice, especially for graphs of high girth or low degree. This

enables it to determine the previously intractable genus of the (3, 12)-cage as 17.
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Chapter 1

INTRODUCTION

Consider the famous Utility Problem. There are 3 houses and 3 utilities—water,

electricity, and fire. Each house must be connected to each of the utilities by pipes

and no crossing of pipes is allowed. This can be represented by the complete bipartite

graph, K3,3, which has two sets of 3 vertices as seen in Figure 1.1a. Kuratowski has

shown that it is not possible to draw K3,3 on a plane without edges crossing [9]. But

as seen in Figure 1.1b, it is possible to draw it on a different surface, the torus.

(a) The Utility graph K3,3 (b) K3,3 embedded on a torus

Figure 1.1: The Utility Problem

The characterizing property of the torus that makes this drawing, called an em-

bedding, possible is that it has a hole. Intuitively, more complex graphs will require

more holes to embed. Yet any graph has some minimum number of holes, its genus,

for which it embeds. Finding this minimum genus and its corresponding embedding

has many applications in circuit design, data visualization, and more. Chapter 2

expounds the necessary theory and Chapter 3 explores finding these algorithmically.
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Chapter 2

BACKGROUND

2.1 Topology

Starting with some definitions [14], a topological space X is a set with a collection T

of open subsets called a topology that satisfies the following properties:

(a) ∅ and X are open sets

(b) the intersection of a finite number of open sets is an open set

(c) the union of open sets is an open set

A set S ⊆ X is open if and only if S ∈ T . A set is closed if its complement is open.

A subspace is a subset A ⊆ X with a topology defined by taking the intersection of

A with the open sets of X. An open cover of X is a collection of open sets such that

X is contained in their union. X is compact if every open cover of X has a finite

open subcover. X is disconnected if there exists a pair of disjoint nonempty open sets

whose union is X, and connected otherwise. A component is a maximal connected

subset of X such that adding any other elements would make it disconnected.

A function f : X → Y mapping between topological spaces X, Y is continuous if

the preimage of every open set is open. Continuous functions preserve topologicaal

properties such as connectedness and compactness. A homeomorpism h : X → Y

is a continuous bijection with continuous inverse h−1 : Y → X. Topological spaces

are homeomorphic if there exists a homeomorphism between them. An embedding is

a function e : X → Y that homeomorphically maps X to the subspace f(X) ⊆ Y .

Notably e is not necessarily surjective.
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Continuous functions allow “gluing” multiple topological spaces into one quotient

space. Say a topological space X consists of subsets A1, . . . , Ak. Let ∼ be the equiva-

lence relation such that all elements a ∈ Ai are in the same equivalence class [a]. Then

the quotient space is X/∼ = {[x] : x ∈ X}. Define the quotient map π : X → X/∼ by

π(x) = [x]. The quotient topology of X/∼ is then defined such that π is continuous.

That is, a set U ⊆ X/∼ is open if and only if π−1(U) ⊆ X is open in X. This is

illustrated in Figure 2.1 which considers the unit interval [0, 1] and takes 0 ∼ 1. The

resulting quotient space is a circle obtained by gluing together 0 and 1 because they

were placed in the same equivalence class and thus mapped to the same element in the

quotient space. In Figure 2.4, various compact surfaces are constructed by “gluing”.

Figure 2.1: X = [0, 1] is split into subsets {x} for x ∈ X and the endpoints are
identified by letting the quotient map π({0}) = π({1}) so these subsets end up as the
same point in the quotient space X/∼.

2.2 Graph Theory

A finite simple undirected graph G = {V,E} is a finite set of vertices V and edges E

where each edge {u, v} ∈ E has two distinct endpoints u, v. Henceforth, this is just

a graph. Combinatorially, each edge and vertex has no other properties than given

{u, v} ∈ E, u is considered adjacent to v. Topologically, a graph G corresponds to a

topological space, its geometric realization, also denoted G. Here vertices are distinct

points and edges are subspaces homeomorphic to [0, 1] joining their endpoints. With
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a quotient space, endpoints corresponding to the same vertex are “glued” together. It

is this topological interpretation that allows defining the notion of embedding hinted

at in the introduction. Namely, an embedding of G into some topological space X is

a homeomorphism of the geometric realization into a subspace of X.

It is worth expressing some topological properties of the geometric realization

using combinatoric definitions of the graph since these are easier to work with al-

gorithmically. In fact, the goal of Section 2.5 will be to define embeddings purely

combinatorially. First, the combinatoric definition of a connected graph is one such

that for every pair of vertices u, v ∈ V , there is a path between them. Since endpoints

are glued, this also aligns with the topological definition: a graph is connected if and

only if its geometric realization is connected. Likewise, the connected components of

the geometric realization directly correspond to the combinatoric connected compo-

nents—maximal sets of vertices where every pair is connected by a path. A path is a

sequence of vertices with adjacent elements in the sequence also adjacent in the graph.

A cycle is a path where the first and last vertex are the same. A simple cycle has

no repeated vertices. This means it is a Jordan curve in the geometric realization,

i.e., homeomorphic to a circle. The girth of a graph is the number of edges in its

shortest cycle. Finally, two graphs are homeomorphic if they can be obtained from

the same graph through a sequence of subdivisions—replacing edges with paths as

seen in Figure 2.2.

Figure 2.2: H1 and H2 are homeomorphic (obtained from G through subdivisions).
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2.3 Compact Surfaces

So, graphs can embed into topological spaces through their geometric realization. For

the purposes motivated in the introduction, a special type of topological space is of

interest, namely a compact surface. This is because, by Theorem 2, all graphs embed

into some compact surface. To unpack the definition of a compact surface, first note

that a surface is a topological space S satisfying the following properties [14]:

(a) every x ∈ S is contained in an open set that is homeomorphic to the open disk

(b) for x, y ∈ S, there exists disjoint open sets U and V such that x ∈ U , y ∈ V

(c) S has a basis of countably many open sets—a basis is a set of open sets such

that any open set is a union of basis elements

Property (a) intuitively ensures that, zooming into any point, the surface locally looks

like a flat sheet of paper as seen in Figure 2.3.

Figure 2.3: Surfaces locally look like discs.

A compact surface is then a compact topological space that is also a surface. This

is best understood constructively. There are two kinds of compact surfaces. The ori-

entable ones, like a sphere or torus, have two distinct sides (an inside and an outside).

The non-orientable ones, like a crosscap, don’t. Formally, non-orientable compact

surfaces contain a subspace homeomorphic to the crosscap constructed in Figure 2.4

and orientable ones don’t. In fact, any compact surface can be constructed as a quo-

tient space of a polygon with an even number of edges by pairing and gluing certain
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edges. In Figure 2.4, the unit square [0, 1] × [0, 1] can be partitioned into 4 subsets:

A = {(x, y) : x, y ∈ (0, 1)}, B = {(0, y), (1, y) : y ∈ (0, 1)}, C = {(x, 0), (x, 1) : x ∈

(0, 1)}, D = {(0, 0), (0, 1), (1, 0), (1, 1)}. A sphere, torus, and crosscap can then be

formed by taking the quotient space with these as the equivalence classes. Larger

polygons can visualize embeddings into more complex surfaces as in Figure 2.7.

Figure 2.4: Constructing a torus (top), sphere (middle), and crosscap (bottom) by
gluing a unit square (4-sided polygon). These constitute S1, S0, and S̃1 respectively.

By Theorem 1, proved by Brahana [2], we can form all orientable compact surfaces

by “gluing” together n tori to form an n-hole torus like in Figure 2.5. A compact

surface that is homeomorphic to an n-hole torus has genus n and is denoted Sn.

Similarly, all non-orientable surfaces S̃m can be formed by gluing togetherm crosscaps

and have non-orientable genus m.

Theorem 1 (Brahana, [2]). For all n,m ∈ N, Sn and S̃m are compact surfaces.

All compact orientable surfaces are homeomorphic to Sn. All compact non-orientable

surfaces are homeomorphic to S̃m. The surface obtained by gluing n handles and

m > 1 crosscaps is homeomorphic to S̃2n+m.
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Figure 2.5: One torus is S1. By identifying a small section of the surface and gluing,
we can combine two tori into one compact surface S2, and so on.

The nice consequence of Theorem 1 is that every graph embeds into some compact

surface as promised in Theorem 2 based on the similar argument by Potoczak [14].

Theorem 2 (Potoczak, [14], 2.2.6). All graphs can be embedded into a compact sur-

face. Moreover, all graphs can be embedded in Sn for some n and S̃m for some m.

Proof. Let G be an arbitrary graph. Draw it in the plane with edge crossings. Add

a torus at each edge crossing to make one of the edges go over the other as the

other passes through the hole. This is Sn which is a compact surface by Theorem 1.

Likewise by Theorem 1, G can be embedded in S̃2n.

2.4 Graph Embedding

The topological notion of embedding a graph is now well defined. What remains is

a combinatoric definition that enables easy enumeration of possible embeddings of a

graph into different surfaces so the minimum genus one can be found. First consider

a graph G embedded into a surface S by e : G → S. Looking at the space S \ e(G),

the connected components are called the faces of the embedding. The boundary can

be obtained by walking around the subgraph consisting of the edges and vertices
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touching a face. The length of a face is the number of edges in its boundary. If G is

connected, the boundary of each face is a cycle as seen in Figure 2.6a.

(a) In connected graphs, each boundary is a
cycle (possibly non-simple like f).

(b) In disconnected graphs, some faces have
boundaries made of multiple cycles (like g).

Figure 2.6: Faces of Graphs.

It is well established [13] that minimum genus is additive over the connected

components. Thus, without loss of generality, just the connected graph case has

to be handled. Since each face is a cycle and there is a finite number of cycles,

one way of enumerating embeddings would be to enumerate all cycle combinations.

Unfortunately, this is an astronomical number of combinations to check and not all

cycle combinations correspond to an embedding. For one, Proposition 1 restricts the

total length of the faces in an embedding and Theorem 3, proved by Simon L’huiler

[10], restricts the number of faces. Remark 5 discusses a number of other restrictions.

Proposition 1. Embedded graph G = {V,E} with faces F has
∑
f∈F

length(f) = 2|E|.

Proof. Each edge borders either one or two faces. If it borders two faces f, g ∈ F , it

is counted once in length(f) and once in length(g). Otherwise it borders only one

face f ∈ F , and is still counted twice in length(f).

Theorem 3 (Euler’s Formula, [10]). A connected genus g graph G = {V,E} with

faces F satisfies |V | − |E|+ |F | = 2− 2g.

Luckily, thanks to Heffter, Edmonds, and Youngs, we have a more elegant combi-

natoric definition known as the rotation system.
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2.5 Rotation Systems

Consider an embedding of a graph G into an orientable surface Sn. At each vertex,

order the dv incident edges counter-clockwise to form a cyclic permutation πv : e1 →

· · · → edv → e1 called a local rotation at v. The rotation system is the collection of

all local roations ΠG = {πv : v ∈ V }. Typically, the notation for each local rotation

is simplified to only list e1 once and, since each edge has v as one of its endpoints,

only the other endpoint is listed: πv : v1 → · · · → vdv where ei = {vi, v}. In some

readings, such as the SageMath source code [5, 6], this is often referred to as the

darts. This notation is exemplified in Figure 2.7 showcasing the rotation system for

the embedding of K3,3 from Figure 1.1b. Importantly, not only can every embedding

be expressed as a rotation system, but every rotation system also corresponds to an

embedding by Theorem 4. Consult [7] for a full proof.

1
2

3

4

5

6
4

5

2

3

π1 : 4 → 5 → 6

π2 : 4 → 6 → 5

π3 : 4 → 6 → 5

π4 : 1 → 3 → 2

π5 : 1 → 3 → 2

π6 : 1 → 2 → 3

Figure 2.7: The 4 sided polygon representing the torus when corresponding colors are
glued. Inside is K3,3. On the right is the rotation system for the embedding.

Theorem 4 (Heffter-Edmonds Equivalence Theorem, [7]). Every rotation system on

a graph G defines a unique (up to equivalence) embedding of G onto an oriented

surface. Conversely, every such embedding determines a rotation system for G.
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Proof. The converse follows from the definition, so consider a rotation system ΠG. It

can be used to trace out the faces of an embedding as follows: choose a starting edge

e0 = {v0, v1}; walk along it from v0 to v1; πv1 contains · · · → v0 → v1 → v2 → · · ·

so the next edge to walk along is e1 = {v1, v2}; keep going until the walk returns to

e0; a cycle e0 → · · · → e0 that uses each edge at most once in each direction has

been traced out; starting over for each possible starting edge and direction obtains

a collection of cycles that cover all the edges; from this collection of cycles, select a

subset that traverses each edge exactly once in each direction; these are the faces.

Each face forms a convex polygon with number of sides equal to the length of the

face and each side labeled by the corresponding edge. The sides corresponding to the

same edge can now be glued together. The result is a surface because each edge lies in

two faces. Around each vertex v, the polygon faces are aligned with the cyclic ording

πv. It follows that the surface corresponds to the rotation system, is orientable, and

thus is homeomorphic to Sn for some n. Therefore, this is an embedding.

Remark 5. The rotation system definition highlights a number of necessary conditions

for a collection of cycles to correspond to an embedding. In the proof of Theorem

4, it is clear that each directed edge must be traversed exactly once. This is not

sufficient since, if a cycle contains vertices a → b → a with b of degree greater than

1, then we’d have to glue an edge to itself which does not yield a convex polygon.

Even removing all such backtracking cycles is not sufficient since, if one cycle contains

a → b → c, another contains c → b → a, and a third contains b, then gluing the

first two together as faces results in a flat crease at b that the third cycle cannot be

glued to. Further, removing all such cycle pairs for vertices of degree greater than 2

is also not sufficient. For vertices of degree greater than 5, two groups of three cycles

can form two “pyramids” touching at a point when glued together which violates

property (a) of the definition of a surface. This pattern of edge cases continues for

higher degree vertices and is illustrated in Figure 2.8.
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Figure 2.8: Vertex v on the left has degree 3 > 2 and the blue sequence a → v → c
mirrors the red sequence c → v → a which forces the green sequence to backtrack.
Vertex v on the right has degree 6 > 5 and the local rotation πv is not cyclic because
it involves a permutation with two cycles: 1, 2, 3 and 4, 5, 6.
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Chapter 3

ALGORITHM

3.1 Motivation

Rotation systems as defined in Section 2.5 and combined with the procedure to convert

a rotation system into an embedding from the proof of Theorem 4, yield a straight-

forward algorithm for determining the minimum genus and corresponding embedding

by iterating through all the rotation systems. This is the algorithm adopted by many

popular computational software packages such as SageMath [5, 6]. However it is quite

inefficient both theoretically and in practice. Theoretically, it is O(|V |
∏

v∈V (dv−1)!)

which is O(2|V |) for 3-regular graphs and O(n(n− 1)!n) for the complete graph on n

vertices Kn. Practically, it takes days to compute small graphs like K7 or K5,5. K8

and above is completely out of the picture.

The problem is that embedding a graph into an arbitrary surface is NP-hard [15]

and thus very unlikely to have an efficient polynomial time solution. Thus the natural

approach is to develop specialized algorithms that are efficient for particular graph

families. A promising constraint on the genus is given by the girth in Proposition 2.

Proposition 2. A genus g graph satisfies |E| ≤ (|V |−g)t/(t−2) where t is the girth.

Proof. Observe that a connected graph has face lengths bounded below by the girth

t. By Proposition 1, t|F | ≤ 2|E|. Combine with Euler’s formula for the result.

This not only suggests that an algorithm could take advantage of the girth property

of a graph. It also suggests that the entire distribution of cycle lengths might be

useful. In fact, this is useful and is what the PAGE algorithm [12] explained in the

next section takes advantage of to compute previously intractable high girth graphs.
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3.2 Walkthrough

Euler’s formula shows that finding the minimum genus means finding the largest

collection of faces. As noted in Remark 5, this means finding the largest collection

of cycles that satisfy a rotation system for which a necessary constraint is to exclude

backtracking cycles. All such cycles can be enumerated efficiently using an algorithm

in [12]. K3,3 has many cycles, including 39 simple ones shown in Figure 3.1.

Figure 3.1: The 9 length 2, 18 length 4, and 12 length 6 simple cycles of K3,3.

The length 2 ones are backtracking and can be excluded. Even then, there is an

astronomical number of cycle combinations to try. Luckily, since
∑
f∈F

length(f) =

2|E|, shorter cycles enable fitting more cycles into F . Starting with length 4 cycles,

there are 36 non-backtracking ones as shown in Figure 3.2.

Figure 3.2: The 36 length 4 non-backtracking cycles of K3,3.

Moreover, Theorem 4 shows that each directed edge must be used exactly once.

Thus one can be choosen arbitrarily and then determines that exactly one of the

cycles that include it must be in the set of faces F . Choosing, say edge 6 → 2,

leaves just 8 cycles in Figure 3.3. A cycle can be chosen arbitrarily, and the algorithm
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can continue choosing more cycles in this manner until either a complete set of faces

with 2|E| edges is achieved or a rotation system becomes impossible since the added

cycle introduced multiple cycles in a local rotation (see Figure 2.8). If at any point

a rotation system becomes impossible, the algorithm simply backtracks to one of the

arbitrary cycle choices and chooses another one. The small branching factor, in this

case 8, makes it tractable.

Figure 3.3: The 8 length 4 non-backtracking cycles of K3,3 with 6 → 2.

To complete the K3,3 example, say the dark blue cycle from Figure 3.3 is chosen.

Then Figure 3.4 concludes the computation and since there are 3 cycles in the set of

faces, by Euler’s formula, the genus is correctly determined as 1.

(a) This cycle has an edge
1 → 6 so another cycle in F
must have 6 → 1.

(b) A cycle containing 6 →
1 is the purple cycle. It has
an edge 4 → 3.

(c) All directed edges are
used exactly once so the al-
gorithm terminates.

Figure 3.4: PAGE applied to K3,3.
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3.3 Results

An important high girth graph family is the cage graphs. An (r, t)-cage is the smallest

(fewest vertex) graph of degree r with girth t. The full PAGE algorithm can be found

in pseudo-code in [12] and has been implemented in C here. Experimental results are

compared against the SageMath algorithm [5, 6] and one of the fastest general

purpose algorithms, multi genus [3] using a single CPU core on an M1 Macbook

Pro for fair comparison. It is worth noting that one of the advantageous properties

of PAGE is that it is easily parallelized [12]. This is not reflected in Table 3.1.

Even then, multi genus struggles to keep up around t ≥ 9 and PAGE is the only

tractable algorithm for t ≥ 12. Accordingly, PAGE yields a new result [12]:

Theorem 6. The genus of the (3, 12)-cage is 17.

Unfortunately, the structure of the cage graphs is not known for t > 12. Likely,

PAGE will be useful in determining their genus once these larger cages are discovered.

r t |V | |E| genus PAGE (s) SageMath (s) multi genus (s)
3 3 4 6 0 0.008 0.004 0.006
3 4 6 9 1 0.008 0.039 0.006
3 5 10 15 1 0.008 0.027 0.006
3 6 14 21 1 0.008 0.010 0.006
3 7 24 36 2 0.010 1.737 0.006
3 8 30 45 4 0.032 118.958 0.012
3 9 58 87 7 1.625 DNF 45.099
3 10 70 105 9 39.211 DNF 9863.72
3 12 126 189 17 254.45 DNF DNF

Table 3.1: Practical runtime comparison for (3, t)-cages in seconds

In addition to performing well on high girth graphs in practice, PAGE also has

good theoretical runtime on high girth graphs as seen in Theorem 7 and proved in

[12].

Theorem 7. PAGE is O(n(4m/n)n/t) for graphs of girth t, n vertices, and m edges.

https://github.com/SanderGi/Genus
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Another useful property of PAGE is that it outputs not only the minimal genus

but also the corresponding rotation system. This allows for easy verification of the

results both programatically and visually as seen in Figure 3.5 and Theorem 8.
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Figure 3.5: (3, 10) cage with minimal genus 9 and the faces color coded.

Theorem 8. PAGE takes any connected graph G, calculates its genus g, and produces

the rotation system for an embedding of G on a minimal genus surface Sg.

Proof. The algorithm finds the facial cycles to deduce the minimum genus. These

faces can be glued together as specified in Theorem 4 to construct Sg which yields

the embedding and consequently the rotation system by Section 2.5.

A final useful property of PAGE proved in [12] is that it outputs progressively

narrowing bounds following Theorem 9. This is a natural consequence of the back-

tracking nature. By slightly relaxing the order that the cycles are explored to no

longer be entirely in increasing order of genus, the algorithm will find more collec-

tions of cycles that correspond to faces in an embedding at the cost of not being able

to stop at the first one. The algorithm can then keep searching to progressively lower
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the upper bound on the genus. By choosing the order appropriately, the lower bound

on the genus can also be made to increase at a reasonable rate. Consult [12] for a

rigorous explanation.

Theorem 9. For any connected graph with m edges, n vertices, and variable genus

g, PAGE computes two monotone sequences gk and Gk satisfying

g0 ≤ g1 ≤ · · · ≤ gr = g, G0 ≥ G1 ≥ · · · ≥ Gs = g,

that converge to g in a finite number of steps and time.
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Chapter 4

CONCLUSION

Minimal-genus graph embedding has many important applications. It is relevant

in infrastructure optimization where having fewer bridges (torus handles) is less ex-

pensive, easier to navigate, and reduces maintenance burdens. It is also important

in circuit design and Very Large Scale Integration (VLSI) where components can be

modeled as vertices, wires as edges, and edge crossings are undesirable because they

can cause short-circuits or interference. Yet, despite its importance to practical ap-

plications, there are no known efficient algorithms to embed graphs into arbitrary

surfaces. In fact this problem is NP-hard and many popular mathematical software

packages such as Mathematica, completely forego a standard implementation of a

genus calculation algorithm.

This thesis started by rigorously defining the problem with topological graph the-

ory, and then introduced important work by Heffter, Edmonds, and Youngs to express

the problem of graph embedding purely combinatorially. Combinatoric representa-

tions are often a crucial step in general when trying to approach an optimization

problem algorithmically. Building on this work, the thesis then studied an adapta-

tion of rotation systems, Practical Algorithm for Graph Embedding (PAGE), that

takes advantage of the cycle length distribution of a graph to work particularly well

for graphs of high girth, or low degree, since these reduce the number of cycles to

explore. This yields a practical algorithm for graph families such as the 3-regular

graphs and cage graphs. In particular, PAGE determined the previously intractable

genus of the (3, 12)-cage as 17.
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